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Preface

Since its introduction in the 1990s, Python has become one of  the most widely used 
programming languages in the software industry. Also, students learning their first 

programming language find Python the ideal tool to understand the development of  
computer programs.

My objectives when writing this text were as follows:

1.	 To develop focused chapters. Rather than covering many topics superficially,  
I concentrate on important subjects and cover them thoroughly.

2.	 To use examples and exercises with which students can relate, appreciate, and feel 
comfortable. I frequently use real data. Examples do not have so many embel-
lishments that students are distracted from the programming techniques 
illustrated.

3.	 To produce compactly written text that students will find both readable and informa-
tive. The main points of each topic are discussed first and then the peripheral 
details are presented as comments.

4.	 To teach good programming practices that are in step with modern programming 
methodology. Problem-solving techniques, structured programming, and 
object-oriented programming are thoroughly discussed.

5.	 To provide insights into the major applications of computers.

Unique and Distinguishing Features 
Programming Projects.  Beginning with Chapter 2, every chapter contains programming 
projects. The programming projects reflect the variety of  ways that computers are 
used. The large number and range of  difficulty of  the programming projects pro-
vide the flexibility to adapt the course to the interests and abilities of  the students. 
Some programming projects in later chapters can be assigned as end-of-the-semester 
projects.

Exercises for Most Sections.  Each section that teaches programming has an exercise 
set. The exercises both reinforce the understanding of  the key ideas of  the section 
and challenge the student to explore applications. Most of  the exercise sets require 
the student to trace programs, find errors, and write programs. The answers to every 
odd-numbered exercise in the book, with the exception of  Section 6.3 (Turtle Graph-
ics) and Chapter 8 (Graphical User Interface), are given at the end of  the text. (The 
answers to every other odd-numbered exercise from Section 6.3 are given. The Stu-
dent Solutions Manual contains the answer to every odd-numbered exercise in the 
book.) A possible output accompanies nearly every programming exercise and pro-
gramming project.

Practice Problems.  Practice Problems are carefully selected exercises located at the end 
of  a section, just before the exercise set. Complete solutions are given following the 
exercise set. The practice problems often focus on points that are potentially confusing 
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	 12	 ◆	 Preface﻿ ﻿

or are best appreciated after the student has thought about them. The reader should 
seriously attempt the practice problems and study their solutions before moving on 
to the exercises.

Comments.  Extensions and fine points of  new topics are deferred to the “Comments” 
portion at the end of  each section so that they will not interfere with the flow of  the 
presentation.

Key Terms and Concepts.  In Chapters 2 through 8, the key terms and concepts (along 
with examples) are summarized at the end of  the chapter.

Guide to Application Topics.  This section provides an index of  programs that deal 
with various topics including Business, Economics, Mathematics, and Sports.

VideoNotes.  Twenty-four VideoNotes are available at www.pearsonhighered.com/ 
schneider. VideoNotes are Pearson’s visual tool designed for teaching key program-
ming concepts and techniques. VideoNote icons are placed in the margin of  the text 
book to notify the reader when a topic is discussed in a video. Also, a Guide to Video 
Notes summarizing the different videos throughout the text is included.

Solution Manuals.  The Student Solutions Manual contains the answer to every odd-
numbered exercise (not including programming projects). The Instructor Solutions 
Manual contains the answer to every exercise and programming project. Both solu-
tion manuals are in pdf  format and can be downloaded from the Publisher’s website.

Source Code and Data Files.  The programs for all examples and the data files needed 
for the exercises can be downloaded from the Publisher’s website.

How to Access Instructor and Student Resource 
Materials 
Online Practice and Assessment with 

MyProgrammingLab helps students fully grasp the logic, semantics, and syntax of 
programming. Through practice exercises and immediate, personalized feedback, 
MyProgrammingLab improves the programming competence of beginning students 
who often struggle with the basic concepts and paradigms of popular high-level pro-
gramming languages.

A self-study and homework tool, a MyProgrammingLab course consists of hun-
dreds of small practice problems organized around the structure of this textbook. For 
students, the system automatically detects errors in the logic and syntax of their code 
submissions and offers targeted hints that enable students to figure out what went 
wrong—and why. For instructors, a comprehensive gradebook tracks correct and 
incorrect answers and stores the code inputted by students for review.

For a full demonstration, to see feedback from instructors and students, or to 
get started using MyProgrammingLab in your course, visit www.myprogramminglab 
.com.

Instructor Resources 

The following protected instructor resource materials are available on the Publisher’s 
website at www.pearsonglobaleditions.com/schneider.
•	 Test Item File

•	 PowerPoint Lecture Slides

MyProgrammingLab™

http://www.pearsonhighered.com/schneider
http://www.myprogramminglab.com
http://www.pearsonglobaleditions.com/schneider
http://www.pearsonhighered.com/schneider
http://www.myprogramminglab.com
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•	 Instructor Solutions Manual

•	 VideoNotes

•	 Programs for all examples and answers to exercises and programming projects 
(Data files needed for the exercises are included in the Programs folder.)

Student Resources 

Access to the Premium website and VideoNotes tutorials is located at www 
.pearsonglobaleditions.com/schneider. Students must use the access card located 
in the front of the book to register and access the online material. Instructors must 
register on the site to access the material.

The following content is available through the Premium website:
•	 VideoNotes

•	 Student Solutions Manual

•	 Programs for examples (Data files needed for the exercises are included in the 
Programs folder.)

http://www.pearsonglobaleditions.com/schneider
http://www.pearsonglobaleditions.com/schneider
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1.1	 An Introduction to Computing and Python

An Introduction to Programming Using Python is about problem solving using computers. 
The programming language used is Python, but the principles apply to most modern pro-
gramming languages. Many of  the examples and exercises illustrate how computers are 
used in the real world. Here are some questions that you may have about computers and 
programming.

Question: How do we communicate with the computer?

Answer: Programming languages are used to communicate with the computer. At the low-
est level, there is machine language, which is understood directly by the microprocessor 
but is difficult for humans to understand. Python is an example of  a high-​level language. It 
consists of  instructions to which people can relate, such as print, if, and input. Some other 
well-​known high-​level languages are Java, C++, and Visual Basic.

Question: How do we get computers to perform complicated tasks?

Answer: Tasks are broken down into a sequence of  instructions, called a program, that 
can be expressed in a programming language. Programs can range in size from two or three 
instructions to millions of  instructions. The process of  executing the instructions is called 
running the program.

Question: Why did you decide to use Python as the programming language?

Answer: Many people consider Python to be the best language to teach beginners how to 
program. We agree. Also, Python is being used by major software companies. Python is 
powerful, easy to write and read, easy to download and install, and it runs under Windows, 
Mac, and Linux operating systems.

Question: How did the language Python get its name?

Answer: It is named for the British comedy group Monty Python. Python’s creator, Guido 
van Rossum, is a fan of  the group.

Question: This book uses the editor IDLE to create programs. How did IDLE get its name?

Answer: Idle stands for Integrated DeveLopment Environment. (Some people think the 
name was chosen as a tribute to Eric Idle, a founding member of  the Monty Python group.) 
The IDLE editor has many features (such as color coding and formatting assistance) that 
help the programmer.

Question: Python is referred to as an interpreted language. What is an interpreted language?

Answer: An interpreted language uses a program called an interpreter that translates a high-​
level language one statement at a time into machine language and then runs the program. 
The interpreter will spot several types of  errors and terminate the program when one is 
encountered.

Question: What are the meanings of  the terms “programmer” and “user”?

Answer: A programmer (also called a developer) is a person who solves problems by writing 
programs on a computer. After analyzing the problem and developing a plan for solving it, 
the programmer writes and tests the program that instructs the computer how to carry out 
the plan. The program might be run many times, either by the programmer or by others. 
A user is any person who runs the program. While working through this text, you will 
function both as a programmer and as a user.
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Question: What is the meaning of  the term “code”?

Answer: The Python instructions that the programmer writes are called code. The pro-
cesses of  writing a program is often called coding.

Question: Are there certain characteristics that all programs have in common?

Answer: Most programs do three things: take in data, manipulate data, and produce results. 
These operations are referred to as input, processing, and output. The input data might be 
held in the program, reside on a disk, or be provided by the user in response to requests 
made by the computer while the program is running. The processing of  the input data 
occurs inside the computer and can take from a fraction of  a second to many hours. The 
output data are displayed on a monitor, printed on a printer, or recorded on a disk. As a 
simple example, consider a program that computes sales tax. An item of  input data is the 
cost of  the thing purchased. The processing consists of  multiplying the cost by the sales 
tax rate. The output data is the resulting product, the amount of  sales tax to be paid.

Question: What are the meanings of  the terms “hardware” and “software”?

Answer: Hardware refers to the physical components of  the computer, including all periph-
erals, the central processing unit (CPU), disk drives, and all mechanical and electrical 
devices. Programs are referred to as software.

Question: How are problems solved with a program?

Answer: Problems are solved by carefully reading them to determine what data are given 
and what outputs are requested. Then a step-​by-​step procedure is devised to process the 
given data and produce the requested output.

Question: Many programming languages, including Python, use a zero-​based numbering system. 
What is a zero-​based numbering system?

Answer: In a zero-​based numbering system, numbering begins with zero instead of  one. For 
example, in the word “code”, “c” would be the zeroth letter, “o” would be the first letter, 
and so on.

Question: Are there any prerequisites to learning Python?

Answer: You should be familiar with how folders (also called directories) and files are managed 
on your computer. Files reside on storage devices such as hard disks, USB flash drives, CDs, 
and DVDs. Traditionally, the primary storage devices for personal computers were hard disks 
and floppy disks. Therefore, the word disk is frequently used to refer to any storage device.

Question: What is an example of  a program developed in this textbook?

Answer: Figure 1.1 shows a possible output of  a program from Chapter 3. When it is first 
run, the statement “Enter a first name:” appears. After the user types in a first name and 

Figure  1.1  A possible output for a program in Chapter 3.

Enter a first name: James
James Madison
James Monroe
James Polk
James Buchanan
James Garfield
James Carter
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presses the Enter (or return) key, the names of  the presidents who have that first name are 
displayed.

Question: How does the programmer create the aforementioned program?

Answer: For this program, the programmer writes about 10 lines of  code that search a text 
file named USpres.txt, and extracts the requested names.

Question: What conventions are used to show keystrokes?

Answer: The combination key1+key2 means “hold down key1 and then press key2”. The 
combination Ctrl+C places selected material into the Clipboard. The combination key1/
key2 means “press and release key1, and then press key2”. The combination Alt/F opens 
the File menu on a menu bar.

Question: How can the programs for the examples in this textbook be obtained?

Answer: See the preface for information on how to download the programs from the 
Pearson website.

Question: Where will new programs be saved?

Answer: Before writing your first program, you should create a special folder to hold your 
programs.

1.2	 Program Development Cycle

We learned in Section 1.1 that hardware refers to the machinery in a computer system (such 
as the monitor, keyboard, and CPU) and software refers to a collection of  instructions, 
called a program, that directs the hardware. Programs are written to solve problems or 
perform tasks on a computer. Programmers translate the solutions or tasks into a language 
the computer can understand. As we write programs, we must keep in mind that the com-
puter will do only what we instruct it to do. Because of  this, we must be very careful and 
thorough when writing our instructions.

■■ Performing a Task on the Computer
The first step in writing instructions to carry out a task is to determine what the output 
should be—​that is, exactly what the task should produce. The second step is to identify the 
data, or input, necessary to obtain the output. The last step is to determine how to process 
the input to obtain the desired output—​that is, to determine what formulas or ways of  
doing things should be used to obtain the output.

This problem-​solving approach is the same as that used to solve word problems in an 
algebra class. For example, consider the following algebra problem:

How fast is a car moving if  it travels 50 miles in 2 hours?

The first step is to determine the type of  answer requested. The answer should be a num-
ber giving the speed in miles per hour (the output). The information needed to obtain the 
answer is the distance and time the car has traveled (the input). The formula

speed = distance/time

is used to process the distance traveled and the time elapsed in order to determine the 
speed. That is,
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 speed = 50 miles/2 hours

 = 25 miles per hour

A graphical representation of  this problem-​solving process is shown in Fig. 1.2.

Figure  1.2  The problem-​solving process.

We determine what we want as output, get the needed input, and process the input to 
produce the desired output.

In the chapters that follow, we discuss how to write programs to carry out the preceding 
operations. But first we look at the general process of  writing programs.

■■ Program Planning
A baking recipe provides a good example of  a plan. The ingredients and the amounts are 
determined by what is to be baked. That is, the output determines the input and the process-
ing. The recipe, or plan, reduces the number of  mistakes you might make if  you tried to 
bake with no plan at all. Although it’s difficult to imagine an architect building a bridge or 
a factory without a detailed plan, many programmers (particularly students in their first 
programming course) try to write programs without first making a careful plan. The more 
complicated the problem, the more complex the plan must be. You will spend much less 
time working on a program if  you devise a carefully thought out step-​by-​step plan and test 
it before actually writing the program.

Many programmers plan their programs using a sequence of  steps, referred to as the 
Software Development Life Cycle. The following step-​by-​step process will enable you to use 
your time efficiently and help you design error-​free programs that produce the desired output.

1.	Analyze: Define the problem.

Be sure you understand what the program should do—​that is, what the output should 
be. Have a clear idea of  what data (or input) are given and the relationship between the 
input and the desired output.

2.	Design: Plan the solution to the problem.

Find a logical sequence of  precise steps that solve the problem. Such a sequence of  
steps is called an algorithm. Every detail, including obvious steps, should appear in 
the algorithm. In the next section, we discuss three popular methods used to develop 
the logic plan: flowcharts, pseudocode, and hierarchy charts. These tools help the pro-
grammer break a problem into a sequence of  small tasks the computer can perform to 
solve the problem. Planning also involves using representative data to test the logic of  
the algorithm by hand to ensure that it is correct.

3.	Code: Translate the algorithm into a programming language.

Coding is the technical word for writing the program. During this stage, the program is 
written in Python and entered into the computer. The programmer uses the algorithm 
devised in Step 2 along with a knowledge of  Python.

4.	Test and correct: Locate and remove any errors in the program.

Testing is the process of  finding errors in a program. (An error in a program is called 
a bug and testing and correcting is often referred to as debugging.) As the program is 
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typed, Python points out certain kinds of  program errors. Other kinds of  errors are 
detected by Python when the program is executed—however, many errors due to typ-
ing mistakes, flaws in the algorithm, or incorrect use of  the Python language rules, can 
be uncovered and corrected only by careful detective work. An example of  such an 
error would be using addition when multiplication was the proper operation.

5.	Complete the documentation: Organize all the material that describes the program.

Documentation is intended to allow another person, or the programmer at a later 
date, to understand the program. Internal documentation (comments) consists of  
statements in the program that are not executed, but point out the purposes of  vari-
ous parts of  the program. Documentation might also consist of  a detailed descrip-
tion of  what the program does and how to use it (for instance, what type of  input is 
expected). For commercial programs, documentation includes an instruction manual 
and on-​line help. Other types of  documentation are the flowchart, pseudocode, and 
hierarchy chart that were used to construct the program. Although documentation 
is listed as the last step in the program development cycle, it should take place as the 
program is being coded.

1.3	 Programming Tools

This section discusses some specific algorithms and describes three tools used to convert 
algorithms into computer programs: flowcharts, pseudocode, and hierarchy charts.

You use algorithms every day to make decisions and perform tasks. For instance, when-
ever you mail a letter, you must decide how much postage to put on the envelope. One rule 
of  thumb is to use one stamp for every five sheets of  paper or fraction thereof. Suppose a 
friend asks you to determine the number of  stamps to place on an envelope. The following 
algorithm will accomplish the task.

1.	Request the number of  sheets of  paper; call it Sheets.	 (input)

2.	Divide Sheets by 5.	 (processing)

3.	If  necessary, round the quotient up to a whole number; call it Stamps.	 (processing)

4.	Reply with the number Stamps.	 (output)

The preceding algorithm takes the number of  sheets (Sheets) as input, processes the 
data, and produces the number of  stamps needed (Stamps) as output. We can test the algo-
rithm for a letter with 16 sheets of  paper.

1.	Request the number of  sheets of  paper; Sheets = 16.

2.	Dividing 5 into 16 gives 3.2.

3.	Rounding 3.2 up to 4 gives Stamps = 4.

4.	Reply with the answer, 4 stamps.

This problem-​solving example can be illustrated by Fig. 1.3.

Figure  1.3  The problem-​solving process for the stamp problem.



	 1.3    Programming Tools	 ◆	 23

Of  the program design tools available, three popular ones are the following:

Flowcharts: Graphically depict the logical steps to carry out a task and show how the 
steps relate to each other.
Pseudocode: Uses English-​like phrases with some Python terms to outline the task.
Hierarchy charts: Show how the different parts of  a program relate to each other.

■■ Flowcharts
A flowchart consists of  special geometric symbols connected by arrows. Within each sym-
bol is a phrase presenting the activity at that step. The shape of  the symbol indicates the type 
of  operation that is to occur. For instance, the parallelogram denotes input or output. The 
arrows connecting the symbols, called flowlines, show the progression in which the steps 
take place. Flowcharts should “flow” from the top of  the page to the bottom. Although the 
symbols used in flowcharts are standardized, no standards exist for the amount of  detail 
required within each symbol.

The table of  the flowchart symbols has been adopted by the American National Stand-
ards Institute (ANSI). Figure 1.4 shows the flowchart for the postage-​stamp problem.

The main advantage of  using a flowchart to plan a task is that it provides a graphical 
representation of  the task, thereby making the logic easier to follow. We can clearly see 
every step and how each is connected to the next. The major disadvantage is that when a 
program is very large, the flowcharts may continue for many pages, making them difficult 
to follow and modify.

■■ Pseudocode
Pseudocode is an abbreviated plain English version of  actual computer code (hence, pseu-
docode). The geometric symbols used in flowcharts are replaced by English-​like statements 
that outline the process. As a result, pseudocode looks more like computer code than does 
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a flowchart. Pseudocode allows the programmer to focus on the steps required to solve a 
problem rather than on how to use the computer language. The programmer can describe 
the algorithm in Python-​like form without being restricted by the rules of  Python. When 
the pseudocode is completed, it can be easily translated into the Python language.

The pseudocode for the postage-​stamp problem is shown in Fig. 1.5.

=

Figure  1.4  Flowchart for the postage-​stamp problem.

Figure  1.5  Pseudocode for the postage-​stamp problem.

Program: Determine the proper number of  stamps for a letter.
Obtain number of  sheets (Sheets)	 (input)
Set the number of  stamps to Sheets / 5	 (processing)
Round the number of  stamps up to a whole number	 (processing)
Display the number of  stamps	 (output)

Pseudocode has several advantages. It is compact and probably will not extend for many 
pages as flowcharts commonly do. Also, the pseudocode looks like the code to be written 
and so is preferred by many programmers.

■■ Hierarchy Chart
The last programming tool we’ll discuss is the hierarchy chart, which shows the overall 
program structure. Hierarchy charts are also called structure charts, HIPO (Hierarchy plus 
Input-​Process-​Output) charts, top-​down charts, or VTOC (Visual Table of  Contents) charts. 
All these names refer to planning diagrams that are similar to a company’s organization chart.
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Hierarchy charts depict the organization of  a program but omit the specific processing 
logic. They describe what each part of  the program does and they show how the parts relate 
to each other. The details on how the parts work, however, are omitted. The chart is read 
from top to bottom and from left to right. Each part may be subdivided into a succession of  
subparts that branch out under it. Typically, after the activities in the succession of  subparts 
are carried out, the part to the right of  the original part is considered. A quick glance at 
the hierarchy chart reveals each task performed in the program and where it is performed. 
Figure 1.6 shows a hierarchy chart for the postage-​stamp problem.

=

Figure  1.6  Hierarchy chart for the postage-​stamp problem.

The main benefit of  hierarchy charts is in the initial planning of  a program. We break 
down the major parts of  a program so we can see what must be done in general. From this 
point, we can then refine each part into more detailed plans using flowcharts or pseudocode. 
This process is called the divide-​and-​conquer method.

■■ Decision Structure
The postage-​stamp problem was solved by a series of  instructions to obtain the data, per-
form calculations, and display the results. Each step was in a sequence, that is, we moved 
from one line to the next without skipping over any lines. This kind of  structure is called a 
sequence structure. Many problems, however, require a decision to determine whether a ser-
ies of  instructions should be executed. If  the answer to a question is “yes”, then one group of  
instructions is executed. If  the answer is “no”, then another is executed. This structure is called 
a decision structure. Figure 1.7 contains the pseudocode and flowchart for a decision structure.

Sequence and decision structures are both used to solve the following problem.

Figure  1.7  Pseudocode and flowchart for a decision structure.
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■■ Direction of Numbered NYC Streets Algorithm
Problem: Given a street number of  a one-​way street in New York City, decide the 
direction of  the street, either eastbound or westbound.
Discussion: There is a simple rule to tell the direction of  a one-​way street in New York 
City: Even-​numbered streets run eastbound.
Input: Street number.
Processing: Decide if  the street number is divisible by 2.
Output: “Eastbound” or “Westbound”.

Figures 1.8 through 1.10 show the flowchart, pseudocode, and hierarchy chart for the num-
bered New York City streets problem.

Figure  1.8  Flowchart for the numbered New York City streets problem.

Figure  1.9  Pseudocode for the numbered New York City streets problem.

Program: Determine the direction of  a numbered NYC street.
Get street
if  street is even
    Display Eastbound
else
    Display Westbound

Figure  1.10  Hierarchy chart for the numbered New York City streets problem.
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■■ Repetition Structure
A programming structure that executes instructions many times is called a repetition 
structure or a loop structure. Loop structures need a test (or condition) to tell when the 
loop should end. Without an exit condition, the loop would repeat endlessly (an infinite 
loop). One way to control the number of  times a loop repeats (often referred to as the num-
ber of  passes or iterations) is to check a condition before each pass through the loop and 
continue executing the loop as long as the condition is true. See Fig. 1.11. The solution of  
the next problem requires a repetition structure.

Figure  1.11  Pseudocode and flowchart for a loop.

■■ Class Average Algorithm
Problem: Calculate and report the average grade for a class.

Discussion: The average grade equals the sum of  all grades divided by the number of  
students. We need a loop to get and then add (accumulate) the grades for each student 
in the class. Inside the loop, we also need to total (count) the number of  students in the 
class. See Figs. 1.12 to 1.14 on the next page.

Input: Student grades.

Processing: Find the sum of  the grades; count the number of  students; calculate average 
grade sum of  grades / number of  students.
Output: Average grade.

■■ Comments
1.	Tracing a flowchart is like playing a board game. We begin at the Start symbol and pro-

ceed from symbol to symbol until we reach the End symbol. At any time, we will be 
at just one symbol. In a board game, the path taken depends on the result of  spinning 
a spinner or rolling a pair of  dice. The path taken through a flowchart depends on the 
input.

2.	The algorithm should be tested at the flowchart stage before being coded into a pro-
gram. Different data should be used as input, and the output checked. This process 
is known as desk checking. The test data should include nonstandard data as well as 
typical data.
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Figure  1.12  Flowchart for the class average problem.

Figure  1.13  Pseudocode for the class average problem.

Program: Calculate and report the average grade of  a class.
Initialize Counter and Sum to 0
while there are more data
    Get the next Grade
    Increment the Counter
    Add the Grade to the Sum
Set Average to Sum / Counter
Display Average
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3.	Flowcharts, pseudocode, and hierarchy charts are universal problem-​solving tools. They 
can be used to plan programs for implementation in many computer languages, not 
just Python.

4.	Flowcharts are time-​consuming to write and difficult to update. For this reason, profes-
sional programmers are more likely to favor pseudocode and hierarchy charts. Because 
flowcharts so clearly illustrate the logical flow of  programming techniques, they are a 
valuable tool in the education of  programmers.

5.	There are many styles of  pseudocode. Some programmers use an outline form, whereas 
others use a form that looks almost like a programming language. Several Python key-
words, such as “if”, “else”, and “while”, are used extensively in pseudocode.

1.4	 An Introduction to Python

The discussions in this book refer to IDLE, the editor that ships with Python. You should 
be able to carry out the tasks from the book with a different editor by making simple adjust-
ments. We will assume that Python 3 is installed on your computer along with IDLE (or 
whatever editor you have decided to use). If  necessary, see Appendix C for instructions on 
installing Python and IDLE.

■■ Starting IDLE
WINDOWS: Depending on the version of  Windows you are using, you should be 
able to invoke IDLE with a sequence like Start/All Programs/Python 34/IDLE or by ​
clicking on a tile similar to the one in Fig. 1.15.

Figure  1.14  Hierarchy chart for the class average problem.

Figure  1.15  IDLE tile from Windows.

MAC: To invoke IDLE, open Finder, select Applications, select the Python 3.x folder, 
and run IDLE from there.
LINUX and UNIX: To invoke IDLE, run idle3 from the folder /usr/bin. IDLE can 
also be invoked by entering idle3 into a terminal.




